requirements conflict and have an impact on the inconsistency and incompleteness of the resulting requirements model. In this study, a method for automatic conflict detection and resolution in the Automatic Requirements Engineering Model (AREM) was developed. AREM is a model that automates the process of elicitation, analysis, validation, and requirements specification. The requirement conflict detection method was developed using an intelligent agent approach combined with a Weighted Product approach. Meanwhile, Conflict resolution is made automatically using a rule-based model and clustering method. Testing the ability of the method to detect and resolve conflicting requirements was carried out through five data sets of requirements from five system development projects. Based on the test results, it is known that the system is able to produce a set of objects that have conflicts in the data requirements. For conflict resolution, experiments were conducted with five conflict resolution scenarios. The experimental results show that the method is able to resolve conflicts by producing the highest completeness value, but the results of conflict resolution also produce a number of soft goals. The success of the method in detecting and resolving conflicts in the model is able to overcome the problem of inconsistencies and incompleteness in the requirements model.
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I. INTRODUCTION

Requirements Engineering (RE) is an important stage in the development of software. RE consists of several stages, such as elicitation, analysis, specification, validation, and requirement management [1]. Automation of several stages of the RE can increase the effectiveness of the RE. Automatic Requirements Engineering Model (AREM) is a model that automates the elicitation, analysis, specification, and validation stages on RE. AREM was developed by researchers with the aim of increasing the effectiveness of the RE process by minimizing the role of system analysis or requirements engineer on the RE.

AREM was developed by integrating several approaches, namely Goal-Oriented Requirements Engineering (GORE), intelligent agents, text processing, decision support systems, rules-based, and intelligent systems approach. The model input is in the form of data requirements from each stakeholder. To obtain complete requirements data, it is necessary to collect requirements from various stakeholders. Stakeholders include organizational management and end-users. Differences in requirements between stakeholders are very likely to occur because each stakeholder has a definition of the requirements that may be different or even contradictory to the requirement of other stakeholders.

The GORE approach is used as a standard form of input for the model. In GORE, there are several elements, namely goal, task, and operational [2]. The goal is the main element that represents the requirements of the stakeholders. Conflicting goals between stakeholders will affect the consistency and completeness of the model [3-4]. Therefore, AREM must be able to detect conflicts between elements in the data requirements and followed by requirements conflict resolution.

Conflict detection is an essential part of the validation model [5]. In this study, a novel method was developed to detect conflict of requirements in AREM. The method was developed by integrating the intelligence agent and weighted product approaches. The intelligence agent approach is used to carry out the process of meeting the needs based on the behaviour of the agent from a number of test cases, while the weighted product is used to determine the fulfillment of goals with or relation. This research produces a set of goals or model elements that conflict with other elements. Based on the results of conflict detection in the model elements, an algorithm for
Conflict handling has been developed so that the model can produce consistent and complete requirements.

Conflict resolution is automatically carried out by using the integration of the clustering method to cluster the level of conflict and a rule-based approach to conflict resolution. The success of conflict handling is measured by the completeness value generated by the model.

This paper consists of four parts, beginning with an introduction which consists of background and related work. The second section contains the method development process and continues with experiments and results. The last section contains the conclusion of the research.

Conflict of requirements is a problem that arises in multiple stakeholders [6]. Conflict of requirements occurs when there is an inconsistency between one requirement and another. A mild form of conflict is in the form of goal divergence. A set of goal statements \((G_1, G_2, \ldots, G_n)\) is declared to be divergent in the domain \((\text{Dom})\) if it can be found that the boundary condition \((B)\) is true, where the goals cannot be met simultaneously. It can be said that the requirements become logically inconsistent if the boundary condition \((B)\) is true and the fulfillment of the goal is false. The logical notation for this condition can be seen in (1) [2].

\[
\{G_1, G_2, \ldots, G_n, B, \text{Dom}\} \equiv \text{False} \tag{1}
\]

There are many causes of the conflict of requirements, such as there are many system’s requirements defined, a complex system will have complex requirements as well. Therefore, a conflict of requirements occurs, and requirements from multiple stakeholders are highly at risk for conflicts [4].

Based on the literature study conducted by [4], it is known that many studies have been conducted to detect and resolve conflicts in RE. There are three conflict detection techniques, such as manual, automatic, and general framework. The manual technique performs conflict detection and handling manually or directly by requirements engineers. Meanwhile, in automatic techniques, tools were developed to detect and handle conflicts automatically. The general framework performs conflict detection using special techniques that cannot be categorized into manual or fully automated. In research [4], a review of 22 papers was conducted. They categorized them as follows: eleven papers proposed manual technique, nine papers proposed automatic technique, and two papers proposed a general framework for conflict detection.

Detection of conflicts between objects in RE, particularly the GORE approach, is known as divergence analysis [2]. This process is very important, which will have an impact on the quality of requirements generated by the model. In the GORE study, this area has not received much attention [7]; some studies emphasize the use of obstacles for risk analysis and conflict detection [8-13]. Some others use a formal approach to detect conflicts [14-16].

In this research, we have closeness with the research conducted by [15]. In research [15], they used a formal temporal logic approach to calculate goal conflict and then applied a string model counting technique to estimate the possibility of conflict. In this study, the conflict detection process was carried out using an agent approach to detect conflicts from a number of test cases. Then, the model will calculate the number of conflicts for each pair of objects so that a number of objects that experience conflict exceed the specified threshold value.

Conflict resolution is an attempt to deal with conflicts that occur. In RE, conflict resolution is closely related to meeting the requirements defined by stakeholders. Conflict results in incompleteness in the fulfillment of requirements [9-10]. Therefore, conflict resolution must be carried out in order to obtain good quality requirements.

In the GORE approach, completeness is notated as in (2), where all goals \((G)\) are met through the fulfillment of requirements \((\text{Req})\) in the estimated environment \((\text{Asm})\) and the specified domain \((\text{Dom})\) [2].

\[
\{\text{Req, Asm, Dom}\} \equiv G \tag{2}
\]

There are many studies on resolving conflicting requirements, including Rehman et.al. [17], who reviewed and applied communication and negotiation in conflict resolution. The same thing was also done by Maysoon and Djamal [3]; they reviewed a number of methods which were categorized into two conflict resolution techniques, namely negotiation between stakeholders and prioritizing requirements. Both of these techniques resolve conflicts manually by prioritizing the role of analysis systems in conflict resolution. For automatic conflict resolution, there are studies that apply rule-based and genetic algorithms methods [3,18].

In GORE, most of the studies apply the obstacle approach to conflict resolution [8-10]. This study, it contributes through the resolution of conflicting requirements by applying the rule-based method with K-means clustering.

II. METHOD

The proposed method to detect conflict in AREM uses the intelligence agent approach. The agent architecture consists of an environment that provides input for agent behaviour which will then be stored in the
agent-behaviour data. The analysis process is carried out automatically through input from inference triggers in the form of tasks/operations run by agents. Then, the analysis process will be carried out through fact data to provide results in the form of status to triggers and input values for elements in the model. After completing the divergence analysis, then conflict detection is carried out; if a conflict is found, a list of pairs of elements experiencing conflict will be generated, and then conflict handling will be carried out. In the final stage, the agent will provide input back to the environment in the form of requirements data that have been refined and are ready to be used in the next sub-model. The architecture of the agent used can be seen in Fig. 1.

The requirements conflict detection stage is carried out through four stages, such as generating test cases, generating agent behaviour, divergence analysis, calculating object pair conflicts, and producing an output in the form of a list of element pairs that experience conflicts in the model. The stages of requirements conflict detection can be seen in Fig. 2.

A. Generate Test Cases for Agent Behaviour

A test case is a collection of objects and relations between objects that are formed in the requirements elicitation and requirement refinement stages. In the GORE approach, the requirements data are in the form of a goal tree, where the root of the tree is the main goal. Each branch is a representation of each element of the requirements data. Fig. 3 is a goal tree that represents system requirements.

In Fig. 3, it can be seen that the requirements data in the model consist of goal, task, operational, and resources (actor and resources). The relation to the element is in the form of the contribution that the element gives to the element above it. The lowest element is a set of facts that form the basis for tracking the fulfillment of goals on the model. In the agent approach (Fig. 1), the environment will provide input for agent behaviour. Test case generation is the generation of input values for agent behaviour. Input is generated randomly to determine the value of the behaviour agent. There are two possible values of the fact on the agent, such as true (T) and false (F).

B. Divergence Analysis

After the fact values are known, then a divergence analysis is carried out. The analysis was carried out using the forward chaining algorithm [19], starting from the facts (bottom of the tree) to the root (main goal). The forward-chaining algorithm applied can be seen in Fig. 4 [19].

![Fig 1. Agent architecture in AREM](image1)

![Fig 2. Conflict detection stages on model](image2)
function Forward-chaining(Dom, \( q \)) returns a substitution or false
inputs: Dom, the domain, a set of object dan relation between object definite clauses \( \alpha \), the query, an atomic object

while true do
  new \( \leftarrow \{ \} \) // The set of new object inferred on each iteration
  for each rule in Dom do
    if \( (p_1 \land \ldots \land p_n \Rightarrow q) \) is a rule with AND relation then
      for each \( \Theta \) such that
      \[ \text{SUBST}(\Theta, p_1 \land \ldots \land p_n) = \text{SUBST}(\Theta, p'_1 \land \ldots \land p'_n) \]
      for some \( p'_1, \ldots, p'_n \) in Dom
    elseif \( (p_1 \lor \ldots \lor p_n \Rightarrow q) \) is a rule with OR relation then
      for each \( \Theta \) such that
      \[ \text{SUBST}(\Theta, p_1 \lor \ldots \lor p_n) = \text{SUBST}(\Theta, \max(p'_1 \text{\ value}, \ldots, p'_n \text{\ value})) \]
      for some \( p'_1, \ldots, p'_n \) in Dom
    end if
    \( q' \leftarrow \text{SUBST}(\Theta, q) \)
    if \( q' \) does not unify with some sentence already in Dom or new then
      add \( q' \) to new
    end if
    \( \varphi \leftarrow \text{UNIFY}(q', \alpha) \)
    if \( \varphi \) is not failure then return \( \varphi \)
    if new == \( \{ \} \) then return false
  end if
  add new to Dom
end while

Fig. 3. Representation of requirements data in tree shapes

Fig. 4 Forward chaining algorithm
In the divergence analysis process, there are two forms of rules that describe the relationship between objects such as AND and OR. As seen in figure 3, goal $G_8$ gets contribution from $G_{10}, G_{11},$ and $G_{12}$ with the notation $(G_{10} \lor G_{11}) \lor G_{12} \Rightarrow G_8$. The inference process for rules with OR relation is carried out using a Weighted Product (WP) decision support approach. WP is a method for dealing with multiple-criteria decision-making problems [20]. In WP, the priority value of each object in the relation will be calculated. The stages of calculating the priority value of objects in WP can be seen in Fig. 5.

In this research, there are three criteria in the WP method such as number of child nodes ($C_1$), the number of nodes associated with object down to operational element ($C_2$), and the number of nodes and resources needed to the value of the object ($C_3$). On WP, there are two kinds of criteria as profit criterion ($C_1$ and $C_2$) and cost criterion ($C_3$). Then the weight value is determined for each criterion with the provisions of 4, 3, and 2 for each $C_1, C_2, and C_3$.

The next step is to normalize the weight ($W_i$) and calculate the weight vector ($S_i$). The formula for weight normalization can be seen in (3), where normalization is formulated by dividing the weight of the criteria by $i$ ($W_i$) by the number of weights criteria from 1 to n. The calculation of the weight vector can be seen in (4), where $X_{ij}$ is the value for alternative/object $i$ and criteria $j$. The results of the vector calculation will produce an object priority order whose value will be used as a reference value for the parent node.

$$W_i = \frac{w_i}{\sum_{i=1}^{n} w_i} \quad (3)$$

$$S_i = \prod_{j=1}^{n} X_{ij}^{W_j} \quad (4)$$

C. Conflict Count

After conducting a divergence analysis for all cases that have been generated, the conflict value calculation of each object in the model will be calculated. The conflict value calculation is done by generating all objects in the model and pairing one object with another object. Therefore, data pairs will be formed for all objects ($P_{(i,j)}$) owned by the model. The conflict value calculation is conducted by calculating the number of cases where node pair $P_{(i,j)}$ value $i$ ($v_i$) is not equal with value $j$ ($v_j$) divided by the number of all test cases generated ($n$). The formulation of conflict_value can be seen in (5).

$$Conflict\_value = \frac{\text{number\_of\_case\_where} \ v_i \neq v_j}{n} \quad (5)$$

The final result of the requirement conflict detection model is a list of object pairs that experience conflict with the conflict_value exceeding the set threshold.

D. Conflict Resolution

Conflict resolution is carried out through two stages, namely the stage of determining groups/clusters from conflicts and handling conflicts. The type of conflict handling for each object is based on two variables, such as the type of object and the magnitude of the conflict value on the object. The types of objects are divided into three types of objects, such as goals, tasks, and operations. Each object is assigned a value of 1, 2, and 3 for goals, tasks, and operations. Meanwhile, the handling of conflict values is done by clustering conflict values.

Conflict values are clustered into three clusters, such as cluster 1 for objects with small conflict values, cluster 2 for objects with average or moderate conflict values, cluster 3 for objects with large conflict values.

The clustering process is carried out using the K-Means approach through the following stages [21]:

- Early initiation. At this stage, the number of clusters is determined, followed by calculating the distance between the node and the initial centroid.
- Repeat until there is no change in the centroid of the data. This stage begins with determining the data cluster according to the closest distance between the node and the centroid. Next, the new centroid is recalculated.
- Perform final cluster data storage. This stage is carried out if the clustering has been convergent. The final result of the cluster becomes the cluster value of the conflict node.

Cluster value generation is carried out using a quarter approach to statistics, namely quarter 1, quarter 2 (median), and quarter 3 [22]. A quaternary approach is an approach that calculates the three midpoints of the data. The equation to determine the quarter can be seen in (6), where $i$ is the $i$ quarter and $n$ is the number of data

$$Q_i = \frac{i(n+1)}{4} \quad (6)$$

![Fig. 5 Stages for weighted product method](image-url)
To determine the distance of nodes in each cluster, the Euclidean distance approach is used as in (7), where the value of the cluster \( c_i \) corresponds to the value of the data in Q1, Q2, and Q3 and \( x_i \) is the value of the \( i \) node and \( c_i \) is the value of the \( i \) cluster.

\[
D(x_i, c_i) = \sqrt{(x_i - c_i)^2} \quad (7)
\]

Conflict handling is carried out based on the type and cluster group of objects. There are three types of conflict handling. The first conflict handling is to make the object a soft element. The soft element is a requirements element in the model that has a lower level of fulfillment than the hard element. This means that the soft elements will be fulfilled after all the hard elements are met. The second conflict handling is to make an OR relation on the object experiencing the conflict. This handling is done through refinement resolution on the model, and the third conflict handling is not handling the conflict, meaning that the conflict will be ignored. The choice of the type of conflict resolution is carried out based on the rules that have been defined. The list of applied rules can be seen in Table VIII, in section IV.

III. RESULTS AND DISCUSSION

The experiment was carried out using five system development projects, such as a cooperative information system, a staffing system, a lecture support system, and a financial dashboard system. The requirement elicitation is carried out using standard inputs developed with the GORE approach. Table I is a description of the number of objects in the project used as the experimental data.

A. Data Preparation

In running the algorithm for conflict detection, input data in the form of requirements data is necessary. Based on the requirements data, agent_behaviour data will be generated to support the analysis process. The result of the conflict detection process is a list of object pairs that experience conflict. Referring to the requirements data in the form of a tree in Fig. 3, then the requirements data, agentBehaviour data, and the results of the requirements data can be formed, as can be seen in Tables II to IV.

B. Requirements Conflict Detection Process

The first step is to generate test cases. In the experiment, 100 test cases were generated for each project. Then, the agent behaviour is generated for each test case. Generating agent behaviour is carried out on all objects, which are the initial facts on the requirements data. The initial fact is the node in the requirement tree which is at the bottom, above the actors and resources. For example, in Fig. 3, there are fifteen nodes that are initial facts, namely resource objects \( (A_1, A_2, R_1, R_2, R_3, R_4, R_5) \) and operational objects \( (O1 \) to \( O8) \). Generating True and False values in each case for agent behaviour is done by generating random values.

The next step is a divergence analysis for each test case. The analysis is carried out by conducting a bottom-up search on the requirements tree. The search is carried out based on the rules on the requirements data, which is a representation of the requirement tree. If the rule has an OR relation, the determination of the goal value will be based on the value of the node that has the highest priority. For example, in Fig. 3, there are two rules that have an OR relation, \( (G_{10} \land G_{11}) \lor G_{12} \Rightarrow G_8 \) and \( (T_1 \land T_2) \lor T_3 \Rightarrow G_{10} \). To determine the value of \( G_8 \) priority values are calculated \( (G_{10} \land G_{11}) \land G_{12} \). The calculation of the priority value uses the WP method with stages such as Fig. 4. Based on \( C_1, C_2, \) and \( C_3 \) which have been defined, the criteria values as in Table V are obtained.

Then normalization of the weights is carried out using equation 3. It is known that if \( W = (4.3,2) \) then the normalization results are \( W_1 = 0.44, W_2 = 0.33, \) and \( W_3 = 0.22 \). Based on the criteria and weight values, the vector \( S_i \) uses equation 4, and the obtained result is \( S_1 = (4.044) (0.033) (11 - 0.22) = 2.16 \) and \( S_2 = (1.044) (0.033) (3 - 0.22) = 0.99 \). Based on vector calculations, it is known that the priority value of the node \( (G_{10} \land G_{11}) \) is more than \( G_{12} \) therefore the value of the node \( G_9 \) will be determined by the value of the node \( (G_{10} \land G_{11}) \).

TABLE I

<table>
<thead>
<tr>
<th>Project Code</th>
<th>Project Name</th>
<th>The number of requirements data objects</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>Goal</td>
</tr>
<tr>
<td>P1</td>
<td>Cooperative information system</td>
<td>62</td>
</tr>
<tr>
<td>P2</td>
<td>Staffing system</td>
<td>83</td>
</tr>
<tr>
<td>P3</td>
<td>Lecture support system</td>
<td>145</td>
</tr>
<tr>
<td>P4</td>
<td>Financial dashboard system</td>
<td>43</td>
</tr>
<tr>
<td>P5</td>
<td>Human Resource Management System</td>
<td>218</td>
</tr>
</tbody>
</table>
The final step in conflict detection is to calculate the conflict value for each node pair. For example, from the results of the divergence analysis, data is obtained as in Table VI, it is known that there are six test cases and five of the value test cases nodes G2 and G6 have different values, so based on equation 4, the conflict value for the pair of nodes is 0.83.

C. Conflict Detection Result and Conflict resolution

The experiment was carried out by generating 100 test cases for each project. The experimental results show that the number of pairs of nodes in each project is strongly influenced by the number of objects in the requirements data. It can be seen in Table VII that the P3 project has the highest number of objects, so this project will definitely produce the highest number of pair nodes. Likewise, with data processing time. The more objects, the longer the time needed to perform divergence analysis.

Evaluation of the test results is carried out based on the threshold value of the conflict value. We used a threshold of 0.5 for conflict value. This threshold value means that the model will only handle 50% of conflicting nodes. This is based on the consideration, the more handling nodes that experience conflict, the more effort is needed for conflict handling, but too few nodes can lead to a lack of effectiveness in handling conflicts.

After obtaining a list of nodes experiencing conflict, then conflict resolution is carried out. Conflict resolution is carried out based on the established rules. In this experiment, four conflict resolution scenarios were created. The rules for the four scenarios can be seen in Table VIII. The types of objects (Table 8) are divided into three types of objects, such as goals, tasks, and operations. Each object is assigned a value of 1, 2, and 3 for goals, tasks, and operations. Meanwhile, Conflict values are clustered into three values, such as 1 for objects with small conflict values, 2 for objects with average or moderate conflict values, and 3 for objects with large conflict values. There are three ways to conflict resolution; the first conflict handling is to make the object a soft element assigned by conflict resolution = 1; The second conflict resolution is to make an OR relation on the object experiencing the conflict, assigned by conflict resolution = 2, and the third conflict resolution is letting the conflict persist, assigned by conflict resolution = 3. The four scenarios have different conflict handling characteristics. The first scenario is intended to determine whether the type of object and cluster of conflict does not affect the effectiveness of conflict resolution. The second scenario is intended to measure whether conflict resolution can avoid the formation of soft goals/soft elements. Scenario three is intended to determine the effectiveness of conflict management if only two conflict clusters are determined, and scenario four is intended to measure the effectiveness of conflict management based on cluster groups.

TABLE VI
EXAMPLE OF DIVERGENCE ANALYSIS RESULTS

<table>
<thead>
<tr>
<th>Case Num.</th>
<th>Object 1</th>
<th>Object 1 Value</th>
<th>Object 2</th>
<th>Object 2 Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>G5</td>
<td>True</td>
<td>G6</td>
<td>False</td>
</tr>
<tr>
<td>2</td>
<td>G5</td>
<td>False</td>
<td>G6</td>
<td>False</td>
</tr>
<tr>
<td>3</td>
<td>G5</td>
<td>True</td>
<td>G6</td>
<td>False</td>
</tr>
<tr>
<td>4</td>
<td>G5</td>
<td>False</td>
<td>G6</td>
<td>True</td>
</tr>
<tr>
<td>5</td>
<td>G5</td>
<td>True</td>
<td>G6</td>
<td>False</td>
</tr>
<tr>
<td>6</td>
<td>G5</td>
<td>False</td>
<td>G6</td>
<td>True</td>
</tr>
</tbody>
</table>
D. Completeness Measure

After handling the conflict, the completeness (Comp.) measurement is carried out on the model. Completeness is a measurement of meeting the requirements of all goals in the model. The value of completeness is measured by \([0,1]\), where 0 means that there is no requirement that can be met by the model, and 1 means that all requirements can be met by the model. Table IX shows the level of completeness that is resulted after conflict resolution on the four tested scenarios.

Based on the data in Table IX, it can be concluded that the way of handling conflict through changing elements into soft elements is able to increase the completeness value to the highest level. Based on the four scenarios carried out, the fourth scenario has the least number of soft goals, namely an average of 52.4 or 47%. This scenario gives the best results from the four scenarios tested for the highest completeness value. However, if soft goals are important, then the second scenario is the best choice, but the completeness value only reaches 0.44. The completeness value of this score will reach the highest value if the conditions of all facts or all elements of tasks and operations can be met or valued true.

IV. CONCLUSION

In this study, a novel method was developed to detect and resolve requirements conflict in AREM. The method was developed using an intelligence agent approach combined with a weighted product for conflict detection and rule-based integrated with K-means clustering for conflict resolution. The input of the model is in the form of requirement data developed using the GORE approach. The data is in the form of a tree of requirements and is represented in the form of rules. Intelligent agents perform conflict detection through agent behaviour that is generated automatically through test cases. Conflict detection is carried out through divergence analysis for each case. This process produces a set of conflicting node pairs based on the specified threshold value.

<table>
<thead>
<tr>
<th>TABLE VII</th>
<th>NUMBER OF OBJECTS AND TIME ANALYSIS OF EACH TESTED DATA</th>
</tr>
</thead>
<tbody>
<tr>
<td>Project Code</td>
<td>The Number of Objects</td>
</tr>
<tr>
<td>-------------</td>
<td>------------------------</td>
</tr>
<tr>
<td>P1</td>
<td>468</td>
</tr>
<tr>
<td>P2</td>
<td>169</td>
</tr>
<tr>
<td>P3</td>
<td>668</td>
</tr>
<tr>
<td>P4</td>
<td>214</td>
</tr>
<tr>
<td>P5</td>
<td>1.354</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>TABLE VIII</th>
<th>CONFLICT RESOLUTION RULES</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rule ID</td>
<td>If</td>
</tr>
<tr>
<td>Scenario 1</td>
<td>All Type of object and all conflict_cluster</td>
</tr>
<tr>
<td>Scenario 2</td>
<td>Type of object = 1 and conflict_cluster = 1</td>
</tr>
<tr>
<td></td>
<td>Type of object = 1 and conflict_cluster = 2</td>
</tr>
<tr>
<td></td>
<td>Type of object = 1 and conflict_cluster = 3</td>
</tr>
<tr>
<td></td>
<td>Type of object = 2 or Type of object = 3</td>
</tr>
<tr>
<td>Scenario 3</td>
<td>Type of object = 1 and conflict_cluster = 1</td>
</tr>
<tr>
<td></td>
<td>Type of object = 1 and conflict_cluster = 2</td>
</tr>
<tr>
<td></td>
<td>Type of object = 1 and conflict_cluster = 3</td>
</tr>
<tr>
<td></td>
<td>Type of object = 2 or Type of object = 3</td>
</tr>
<tr>
<td>Scenario 4</td>
<td>Type of object = 1 and conflict_cluster = 1</td>
</tr>
<tr>
<td></td>
<td>Type of object = 1 and conflict_cluster = 2</td>
</tr>
<tr>
<td></td>
<td>Type of object = 1 and conflict_cluster = 3</td>
</tr>
<tr>
<td></td>
<td>Type of object = 2 or Type of object = 3</td>
</tr>
</tbody>
</table>
The method was tested on a dataset consisting of five software projects. The test results show that the method is able to detect the conflict of requirements in the five datasets by using a threshold value of 0.5. By handling the conflict, the model can increase the completeness value to the highest value. This means that the conflict detection and resolution method has succeeded in identifying a number of nodes that cause conflicts in requirements that have an impact on the quality of the model. The method is able to overcome the problem of inconsistency and incompleteness on AREM.
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TABLE XI

<table>
<thead>
<tr>
<th>Project Code</th>
<th>Comp. Baseline</th>
<th>Number of Goals</th>
<th>Completeness value after conflict resolution</th>
</tr>
</thead>
<tbody>
<tr>
<td>Scenario 1</td>
<td>Scenario 2</td>
<td>Scenario 3</td>
<td>Scenario 4</td>
</tr>
<tr>
<td>Comp. Soft Goal</td>
<td>Comp. Soft Goal</td>
<td>Comp. Soft Goal</td>
<td>Comp. Soft Goal</td>
</tr>
<tr>
<td>P1 0.01</td>
<td>0.01</td>
<td>62</td>
<td>1</td>
</tr>
<tr>
<td>P2 0.01</td>
<td>0.01</td>
<td>83</td>
<td>1</td>
</tr>
<tr>
<td>P3 0.01</td>
<td>0.01</td>
<td>145</td>
<td>1</td>
</tr>
<tr>
<td>P4 0.01</td>
<td>0.01</td>
<td>43</td>
<td>1</td>
</tr>
<tr>
<td>P5 0.01</td>
<td>0.01</td>
<td>218</td>
<td>1</td>
</tr>
<tr>
<td>Average</td>
<td>0.01</td>
<td>110.2</td>
<td>1</td>
</tr>
<tr>
<td>Average Percent Soft goal</td>
<td>90%</td>
<td>0</td>
<td>75%</td>
</tr>
</tbody>
</table>


